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Abstract

Lack of awareness about the potentials of agent technology, as well as concerns regarding stability, scalability, and survivability especially in unpredictable environments of attacks and system failures are identified as major reasons for missing trust in the idea of delegating tasks to autonomous agents. Therefore, one of the key research issues is how the quality of Multi-Agent Systems can be assured, while at the same time reducing the development efforts to enhance the acceptance of agent technology in the industry. In order to ensure the industrial relevance, we focus on development of methods and techniques for the evaluation and tests of agent-based control applications. Our research covers the development of demonstration framework, including pilot implementations in industrial-like settings.

1. Introduction

Manufacturing control systems are facing global trends towards small and medium lot sizes and are forced to produce customized products in a short time at a low price and under dynamic conditions. This demands concepts and open architectures that support easy reconfiguration, extension and parallelization of production lines e.g. if changes in throughput demands occur without the need of a complete re-design of the production line. Due to their limited capability for agile adaptation, current systems respond weakly to such demands and are mostly not capable to react effectively on sudden changes or unpredictable events such as failures and disruptions [3, 29]. The application of Multi-Agent Systems (MASs) is recognized as a convenient way to handle the dynamics in large systems reducing the complexity, increasing flexibility, and enhancing fault tolerance [14, 15]. However, although confirmed as a promising approach and deployed in a number of different applications throughout the last few years the widespread adoption of agent-based concepts by industry is still missing. Lack of awareness about the potentials of agent technology [22] and paradigm misunderstanding [7] due to the lack of real industrial applications, missing trust in the idea of delegating tasks to autonomous agents [26] as well as concerns regarding the stability, scalability, and survivability especially in unpredictable environments of attacks and system failures [10] are identified as a major reasons for that.

There are some works which address the problem of building confidence in the agent-based systems with particulars techniques based on testing and monitoring, others are based on debugging and others on simulation. However these works are still at very early stage. Actual formal methodologies provide validation tests that are applicable in only few and mostly irrelevant cases though [8]. The main reason of this lack of applicability is that activities, which should assure that the program performs satisfactorily, are very challenging and expensive since it is quite complicated to automate them. Besides, the proposed modeling languages and methodologies still remain incomplete or at least they are not able to fully capture and/or communicate the underlying meaning and complexity of MAS. In particular, up to now, the study of issues connected with the MAS implementation phase has not been stressed enough [5] and looking at the testing levels most of the approaches need to be consolidated and evaluated on realistic case studies to provide evidence of their usability [20]. Introduction of tools, techniques and methodologies that will ensure development of agent systems mature enough for industrial deployment is of vital importance for making a progress in the development and adoption of agent technologies [22].

To facilitate the design of such multi-agent control systems, we present an approach for development of the MASs, based on the simulation and real system application. In the first stage single agents and the resulting system are tested in the provided simulation environment. The final target is the worldwide unique testbed at the Au-
to investigate efficiency, fault tolerance, and stability of the system. The system should be able to transport pallets between different destinations in the system and robustly react to dynamic changes (e.g., failures of single entities) in a way that it does not affect the system functionality and/or significantly decrease its performance. When a component (e.g., conveyor, intersection, etc.) breaks down, the transported parts are usually blocked and have to necessarily wait for the component to be repaired. Additionally, if the destination machine is broken, the system should be able to autonomously reroute the parts to other, still functioning, machines. If the system is inflexible and therefore not able to adequately reroute these parts, additional expenses are caused that again reduce the profitability of the production process [28]. Furthermore, balancing the workload between parallel machines, considering the current system state, has been recognized as a potential way to flexibly schedule appropriate operations. Particularly in complex environments, this approach can maximize the overall system throughput, minimizing the work in process, flow time, and makespan [23]. It can increase resource utilization, hence improve productivity, and at the same time can help to avoid bottlenecks and to schedule unavailable resources. The production system should be able to change quickly and cost-effectively from its current configuration to another configuration without being taken off-line and balance the workload between available resources avoiding preventable limits and improving system output. The influence of the transportation time and machine utilization on the system output was investigated separately from this research [19].

The core components of the proposed transportation system are the Automation Agents (AAs), which are responsible for controlling the physical resources [27]. These agents have to fulfill their tasks under specific conditions, as applied in most existing MAS deployments, in order to meet diverse requirements. The essential knowledge about the domain is made available to the agents through an explicitly defined ontology. The agent control architecture clearly separates the control software into two layers: the high level control (HLC) and the low level control (LLC). On the one hand the so-called HLC layer is responsible for the control of the global behavior of the agent in order to ensure both the achievement of its own goals and the coordination with other agents of the system. High-level decisions are influenced by the present and past observed states in the environment, can be calculated in a longer time period and usually have a certain time buffer for execution. On the other hand LLC layer is responsible for directly controlling the physical component by making use of a limited set of reactive behaviors thus directly supervising the components actions and informing the high level about its state. The description of the simulation and real testbed will be presented in the Section 5.
3. Multi-Agent System Design Phases

Agent-oriented software development involves multiple disciplines, for example software engineering, cognitive science, social science, and artificial intelligence. In this project, we adopt the software engineering and software testing perspective on MAS. Software testing is a software development phase to evaluate the product quality and enhancing it by detecting errors and problems by executing the system and its components under specified conditions. The test results are observed or recorded and compared against specifications or intended results [11]. In this paper, we are presenting a monitoring and testing approach for software agents and MASs able to specify and handle their peculiar nature. The technique tends to be effective and adequate to evaluate agent’s autonomous behaviors and build confidence in them. Our development technique is based on monitoring and testing a MAS and it is divided into four phases: phase one is aimed at particular behaviors of an agent, the second one focusing on the functionality of a single agent as a whole; the third one dealing with the entire MAS; and the fourth one aiming at validation in real-life environments. In other words, at first we use simulation for our testing approach and then we make investigations in a real-life environment. The key advantage of our approach is the ability to test the MAS in a real system, contrary to the current practice for agents development based only on simulation tests.

In the first phase, after we identified the number and types of the agents, we proceed with creation of the agent structure and knowledge for each specific agent type in the system. We also specify the inter-agent relations and the required interaction protocols. The next step in the development of the agent test and verification framework is to define a test specification language, which should be an easy to learn but nonetheless a formalized and unambiguous language. In this basic phase, we perform monitoring and testing of each single behavior of the individual agent. We test whether results of the behaviors correspond with to design objectives, in a similar way as classical unit tests used in software development are designed and performed. Agent behavior testing is a basic part of agent development, especially when test-driven development methodology [1] is employed.

In the second phase testing of the functionality of the entire agent we validate if the design is adequate to achieve the agents aims. We search for the errors coming from the agent interactions, because even if the individual agent is working properly, hidden errors could still show up during the interaction of two or more agents. In this phase, we also perform the analysis of the knowledge structure, preparation of validation scenarios, and at the end application of test scenarios to evaluate the software. At the beginning of the validation by simulations, the problem solving and interaction abilities of the agents are investigated. After the instantiation of specified agents and setting related parameters, simple tasks are used to check for incompleteness of the agents knowledge. The resolving of potential inconsistencies, redundancies, and conflicts in the agents knowledge base enables to prevent possible future occurrences. Furthermore, these tests are used for testing and validation of the simulation environment itself. Figure 1 shows a simple test scenario for the testbed, as well as the prose and the formalized form of the test case specification. The test case consists of an “initial condition” section as well as a “goal” section. The MAS is in charge to transit from the initial state defined by the initial conditions to the goal state. Non-defined system variables are optimized by the MAS and are not explicitly defined in the goal state. The planning language used to define the test case is a simple subset of classic planning languages used in goal-driven agent planning [25]. The proposed language only consists of five predicates, two actions, and one percept, but it is sufficient to describe the transportation processes and the palette waiting times due to product processing at the handling stations. For the definition of the use case shown in Figure 1b) only the predicates are used for scenario description. In the second step a formal action sequence verification system will be explored, evaluated, and adapted for the validation of single agents. Goal-driven agents will be charged with a specific problem as shown in the test case in Figure 1. The solution, a resulting action sequence, will be validated, whether its execution leads to the desired goal state. Therefore the action/percept-sequence must be expanded from the initial test case description by the test system and compared to the result of the MAS operation, if the expected goal state is reached. Another issue is the evaluation of the solution-sequence quality (e.g., goal time, energy-consumption). In agent planning the usage of a relaxed problem based on the original problem as automatically derived utility functions for solving planning problems is a well-established approach [25]. This approach has to be evaluated for assessment of the generated action sequences.

The third phase constitutes testing the entire MAS. Although we may find the individual agents as well as their interactions error-less, the whole system could still fail. On this level, performance problems and bottlenecks of system hubs, and vulnerability to mass collapses of agents could appear. In the system test phase, real life examples as well as routing trainings are used to test and validate the distributed systems functionality. The agility and performance of the architecture are studied simulating different scheduling scenarios as well as the failure of system components, particular agents or entire system parts for example conveyor loops. The results of the simulation are used as an input for the MAS improvement before its deployment in real-life control. The knowledge of agents is improved constantly, demonstrating the extensibility of the system. Such testing leverages the diagnostics features (see Section 4) designed with the aim of providing the detection and explanation of the incorrect system behavior. The simulation also offers the possibility to test different
strategies much faster, due to the possibility of accelerated execution of the MAS, than it would be possible in the real testbed. Moreover, the relations between different manufacturing parameters, such as throughput, tardiness, capacity, complexity of products assembled, and so on, could be established much more effectively, at lower costs and what should not be underestimated safer.

The fourth phase is the most challenging since according to our best knowledge only two real life experiments with MASs were performed until now [4, 16, 3]. Besides, there is no guarantee that experiments in the simulation are directly comparable with those using real world equipment. MASs are very rich in topics, such as distributed control, scheduling, adaptation, cooperation, inter-agent communication and negotiation, and so forth. Put simply, we cannot know or predict everything that agents might encounter in performing their tasks. The simulation model might not exactly correspond to the real system as some of the parameters might not be set properly or there might be slight deviations among real components of the same type, which are not considered during simulation. Thus, in order to validate the simulation study a real testbed is indispensable. In this phase, we will test the integration of the different modules inside an agent, testing agents capabilities to fulfill their goals, and to sense and effect the real environment. Furthermore, collective behaviors will be tested to make sure that a group of agents and environmental resources work correctly together. At the end, we will test the expected emergent and macroscopic properties of the system as a whole (in our case transporting of goods) testing also the quality properties that the intended system has to reach, such as adaptation, openness, fault-tolerance, performance. Finally, our approach concentrates on evaluating MAS quality focused tests regarding stability and scalability. Considering that a lot of theoretical work has been done in this field [9], we are making permanent real life long-run tests (10-20 days), where the agents and system are going to be confronted with different stressful situations (e.g., component break, system disturbance, introduction, and reduction of agents numbers) in order to test this MAS capabilities.

4. Diagnostics Framework

A significant innovation of the proposed approach is the design of a general framework for monitoring and diagnostics of the agent-based control system. The aim of the diagnostic system is to detect deviations from typical patterns of behaviors based on analysis of the current event flow. The general assumption is that the detected unusual sequence of events could signify a possible error or failure. In the example of the transportation system, certain sequences of sensors activation simply cannot happen, because of the system topology that physically prevents it to happen. For instance, the output sensor of a divider is activated and thus the palette should be detected in the subsequent index station, but suddenly appears somewhere else in the system. The proposed system is able to detect the occurrence of a deviation and possibly classify the type of the error. In other words the system should be able to identify types of errors which already occurred in the past. The diagnostics features are achieved with the design of internal diagnostics modules embedded in each agent as well as with the proposal of specialized di-

![Figure 1. MAS based transportation system a) Schematic Test Scenario on the Testbed b) Test Case description c) Simple test definition language](image)
agnostic agents that concentrate data from single agents in order to grant the fault detection in the wider context of the controlled system. The key element of the proposed solution is combination of statistical layer, based on Hidden-Markov Models (HMM) capturing regular behavior and the employment of semantic techniques in order to give the agents a better tool for creating, handling and exchanging the information [9]. The ontologies, used to capture semantics, will be used for expressing the topology of the transportation system (how the components are connected with each other), for semantic description of the events (e.g., input of the palette, output of the palette), and for the semantic description of the deviations types, which will be used for further classification.

The natural modular character of MASs provides the opportunity for modularization of the diagnostic layer as well. In this case each agent with diagnostic module has its own HMM reflecting the agent model of the world. Agents of target distributed system have different diagnostic roles and this difference among agents is utilized during compilation of topology at the beginning of diagnostic system lifecycle. Hence, components can be divided into three categories: agents providing diagnostic relevant data and owning HMM, agents providing diagnostic data, and agents without relevant data. Agents owning HMM are the components ensuring dynamically compilation of neighborhood. Neighborhood is set of surrounding agents and is defined by size of neighborhood and by a metrics on the agent system. Neighborhood $N$ of agent $x$ can be described as follows:

$$N(x, \epsilon) = \{ y : d(x, y) \leq \epsilon \}$$

where $d$ is distance between agents (e.g. Euclidian distance) and $\epsilon$ is size of neighborhood. Concept of neighborhood defined in this way gives us ability to affect its shape due to different rating of distance among agents. Compilation process begins by sending a message with request to neighborhood compilation from the central component to its successors. Subsequently, the successors are forwarding the request to its successors until the predefined size of the neighborhood is bigger than actual. Each agent send back to the central agent information about provided diagnostic data after allocation of neighborhood. These data are needed to estimate parameters of model (e.g. number of hidden states, the data dimensions, limitations in transition probabilities in due to character of system parts) therefore central agent is able to establish a HMM from these collected data.

The visualization system complements the diagnostic system in order to notify the operator about detected errors or deviations from normal operation. It shows schematically the components and the context in which they operate, the producer-consumer relations and the flow of notifications among them. The key functionality is to show where the error happened and to provide a playback of the events flow that led to this error. The visualization takes the advantage of the semantic description of events and failures, abstracting from the low-level data coming from sensors and actuators.
5. Framework for Testing Multi-Agent Systems

In our MAS architecture for manufacturing control of transportation system (see Figure 3), each system component of the pallet transfer system such as a robot, divider, junction, conveyor, pallet, and handling station is represented and supervised by a corresponding AA. We also introduce the Order Agent (OA), which is responsible for receiving product orders from customers and guarantee their accomplishment. The OA decomposes the product order into work orders, where each work order step represents a single machine operation (e.g., welding, drilling, painting) which has to be done to finish the product. Each work order is forwarded to the corresponding Product Agent (PA) that negotiates with the related AAs that provide particular operations. The overall system architecture consists of three main parts: the work order scheduling, the MAS simulation and the Test Management System (Figure 2).

5.1. Test Management System

The Test Management System (TMS) [18] is an extension of the simulator providing means for automatic execution and evaluation of a predefined set of simulation experiments. Each experiment tests a specific scenario with a different set of input parameters (e.g., the number and type of products to be transported, the work-flow scheduling strategy to be applied, and the number of pallets to be used). In order to execute the set of evaluation scenarios, the simulation system is reset into a well-defined initial state – the configuration of the workshop is loaded from a configuration file and the components of the workshop as well as their controlling agents are created. As a next step the XML file containing the description of evaluation scenarios is loaded and the first scenario is injected into the system. The TMS uses the input parameters of the scenario to automatically run the simulation experiment. All relevant events like finalization of a product or occurred failure are logged to an output XML file. Once the experiment is finished the agent system automatically is reset into the initial state, the next scenario is selected, and the corresponding simulation experiment is conducted.

5.2. Simulation

The Manufacturing Agent Simulation Tool (MAST) provides a unique combination of multi-agent based manufacturing control system, and a simulator of the manufacturing environment used to verify the functionality of the agent-based control system.

The agent subsystem provides the run-time environment for particular agents, where each agent instance presents and controls the behavior of a specific manufacturing component. There is no central decision making authority in the system – all the control logic and knowledge related to the current state of the production process is fully distributed among the agents. Each agent is aware only of its immediate neighbors and uses message sending as form of information exchange and cooperation. The programming language for the agents as well as for the rest of MAST application is Java. The agent’s run-time environment is provided by the open source agent platform JADE1. The visualization module displays the status of the simulation in a GUI. The user can watch the transportation of products and check the decisions of agents concerning the alternative routing in case of artificially introduced failures. The real-life control capabilities of MAST agents have been verified on the physical palette transfer system located in the Odo Struger Laboratory at the Vienna University of Technology (VUT)s ACIN [30].

5.3. Logistics and Transportation System (Testbed)

The testbed (Figure 3) architecture consists of a pallet transfer system with redundant paths, the industrial robot ABB IRB140 as well as a portal robot (see Figure 3). Robots and the handling unit are considered as autonomous entities able to perform certain operations. The pallet transportation system provides a complex logistic system consisting of several redundant paths. This pallet transfer system already employs adaptive distributed control paradigms performed by 120 controllers including RFID units for the pallet identification (current typical distributed testbeds have about five controllers). Experiments with this transport system have shown the advantages of our distributed control approach. To deploy our agents, we use control modules for CPX valve terminals of the type CPX-CEC-C1 by Festo2 This type of controller hosts an XScale-PXA255 agile Intel microprocessor with 400 MHz, 28 MB Flash and 24 MB RAM. Each agent was placed on a separate controller. The 4DIAC3 FORTE4, a portable C++ implementation for small embedded control devices, was employed as the IEC 61499 [33] run-time environment allowing the execution of the LLC, which is an IEC 61499 function block (FB) network. The 4DIAC-IDE engineering environment was used for modeling the IEC 61499 application, which was then downloaded to the CPX-CEC-C1 controller.

6. Further Work

To offer facilities for better understanding of MAS and provide the foundations for their broader application in the industry following research issues (RIs) should be tackled in the future:

RI 1: Investigation of functional behaviors and evaluation of the actions, considering both the individual AA and the entire MAS. There is the necessity to test components in an offline and in an online mode. The offline tests are testing the agents/system, during phases when it does not produce or transport goods for the daily business. Online tests are needed to test the components/system during

1Java Agent DEvelopment framework
34DIAC-Consortium, 4DIAC - Framework for Distributed Industrial Automation and Control, open source initiative, www.fordiac.org
44DIAC Run-Time Environment
the production or transport process. Only the combination of online tests and offline tests brings the best result. Consequently all the results of a test run have to be evaluated. Hence, a question is if the goal-state is reached and how can agent oriented software testing methods verify these characteristics? Further questions are how to judge if agents and the resulting emergent system behavior is correct and how to check the mutual relationship between macroscopic behaviors and agent’s individual behaviors?

RI 2: What is a suitable way for specifying test cases of an agent-based system so that the inputs for agents/system test execution system can be generated? The language for specifying test cases for agents should provide as much abstraction as possible, as tests will be specified by the appropriate domain experts. Therefore the test specification method should be easy to use for non-experts in testing and agent-based development. The test specification process should be fast with less effort, because it is an indicator if tests will be more used in the development process. The question is which methods should be developed to specify these tests and which language is appropriate to use?

RI 3: Identification of different methods and benchmarks for testing agents in a simulation environment vs. a real-world environment. At the end of the day the real-world system should be tested successfully. However, the real system is not always available and therefore the implementation has to be tested on a simulation environment. There is a need for a test framework including a test environment to check the implementation in both application domains, within the simulation environment and on the real system. As a result, several testing methods should be designed and developed to support the test process in the simulation environment and as well as on the real system. The questions here are how to verify the MAS from a human tester’s subjective perspectives and which benchmarks should be defined to assess the qualities of the MAS under simulation/real system tests, such as safety, efficiency, stability, scalability, etc.? Further question related to the results of these tests is how to use them to build confidence of the developers and the end-users in autonomous agents?

RI 4: Investigation the effectiveness and limitations of the agent control system when controlling the subsystems involved in the production process. This includes the analysis of effectiveness (i.e., ability to autonomously accomplish particular operations), robustness (i.e., correctness of the processes, e.g., reliability in improper or stressful environments when applying the system to a set of evaluation scenarios) and efficiency (i.e., steps or resources needed to achieve a given process result) of the approach. Here is the identification of constraints that subsystems (e.g., sensors, actors) set on the agents world model and its representation (i.e., how to identify and specify particular equipment activities and states such as moving or busy) as well as the determination an optimal control configuration for a specific task and calibration the related components important.

RI 5: Visualization of the agents behavior in the testing process and in real-world application. Through the difficult understanding of the MAS’s emergent behavior a visualization and interaction with the operator can be the solution. It should visualize the planned activities and the results of the execution. This visualization is not only usable for monitoring of the systems behavior, but also applicable for supporting the test process and the diagnosis functionality. If the diagnostic system detects a deviation from the common behavior pattern, the human operator’s expertise can be brought into the process to indicate the seriousness of the detected situation. Furthermore, it is of vital importance to set the preconditions and offer the human user the complete overview in the agents activities as well as a possibility to supervise its actions through an adequate HMI. This would improve the safety and on another side enable a user to follow and understand the current state of the process. This can further improve the missing trust in the idea of delegating tasks to autonomous agents, especially considering emergent behavior of the overall agent control system.

However, visualizing overall system behavior in a distributed control system is a notoriously difficult task, since each agent in the system has only a local view of the organization and the user has to integrate the large amounts of information provided by individual agents. The questions are how to represent the dynamic nature of software agents and MASs, as well as to visualize their behaviors and actions?

7. Conclusion

The multi-agent approach has been widely recognized as an enabling technology for designing and implementing the next generation of distributed intelligent manufacturing systems. Nevertheless, the applications of agent-based control systems developed in the industry are very rare and the implemented functionalities are usually limited. We presented an integrated approach for the development, testing, and validation of MASs in simulations and real-world applications. Furthermore, this development approach enhances the agents diagnosis capabilities, and appropriate graphical user interfaces will support the plant operators in understanding the current state and behavior of the systems — and by thus further increasing confidence in MASs.
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