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Abstract—Enhanced Mobile Broadband (eMBB) is just around the corner, and its performance aspect makes it interesting for Vehicle-to-Vehicle (V2V) communication. Fair benchmarking of communication networks has been a research topic for decades. In contrast to wired networks, mobile networks lack a quick, accurate, and data-saving tool to describe the properties of the connection in a vehicle. Therefore, this work aims to create a crowdsourcing-ready and easily expandable software platform capable of analyzing the current network conditions in a quick and data-saving way. Based on literature research, we identified CRUSP as quick, data-saving, and accurate method to characterize mobile communication networks. Afterwards, we realized Constant Rate Ultra Short Probing (CRUSP) in a flexible software platform for performing, gathering, and analyzing measurements. The evaluation of the software was performed in a configurable and shielded reference cell and delivered an average error of 2.44% to iPerf3, a popular reference tool. In conclusion, the results indicated that the developed software operates accurately in Long-Term Evolution (LTE) networks.
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I. INTRODUCTION

In the European Union, the digital transformation is a major goal, reflected in demand for omnipresent access to mobile services via a digital link of high quality of service. Today, nomadic Internet users rely on fast, reliable, and dependable internet connections anywhere at any time. However, in mobile network deployments, factors such as cell density, pathloss, and interference are, among others, limiting factors in terms of performance.

Especially in rural areas, mobile networks offering services used in vehicular scenarios face two challenges, sparse deployment, and large pathloss. However, these areas are of special interest in the upcoming technologies, as Vehicle-to-Vehicle (V2V) communication on high layer roads is one major use case in the current discussion.

Applications on vehicles come with distinct Quality of Service (QoS) requirements. For example, car drivers often struggle to overtake large vehicles. They can get stuck behind a truck, being unable to see in front of it. In order to solve this problem, Gomes et al. [1] suggested leveraging V2V communication for a see-through-system. Thereby, the truck operates a front camera and streams its footage to the vehicle behind it. The see-through-system then projects a 3D model of the road and landscape extracted by the footage onto the windshield of the car as if the truck is transparent. In order to match projection and reality, the latency must be kept very low. Furthermore, the V2V connection must provide enough digital bandwidth to transmit the data in sufficient quality. Fortunately, the advent of the fifth generation of mobile communication networks (5G) with enhanced Mobile Broadband (eMBB) creates the technical basis for this kind of V2V communication.

However, in mobile networks, resources are shared among all users and offered dynamically [2]–[5]. Consequently, the available bandwidth is not constant but a function of time and space.

Indeed, current tools to assess the available bandwidth are often slow, data-hungry, or inaccurate when deployed in mobile networks. Consequently, there is a need for a platform that provides an agent-based and fair benchmarking of mobile broadband networks.

This work aims to provide an open-source ready-to-use benchmarking platform, where researchers can plug in an implementation of a custom network characterization method. Furthermore, the platform aims to store, access, filter, sort, and download the performed measurements. As a result, this platform is a ready-to-use tool for future research on network characterization in V2V communication.

In order to fulfill this vision, we selected resourceful bandwidth measurements as our use case. After choosing Constant Rate Ultra Short Probing (CRUSP) [6] as an appropriate method for characterization, we implemented it in the benchmarking platform. The result is an Android application and a scalable system capable of estimating the available bandwidth in a split second. All measurements are stored in a database for analysis. Additionally, developers can extend the platform with custom network benchmarking implementations through well-defined interfaces.

The paper is structured as follows. At first, Section II analyzes the state of the art in benchmarking mobile communication networks. Section III deals with the setup and architecture of the software platform. Section IV presents the results of the validation process. Finally, Section V summarizes the findings of this thesis. Furthermore, it takes a look at limitations and future work.

II. STATE OF THE ART

A well functioning network is a result of constant optimization at all different layers of the network. Monitoring the current state of the networks is an important enabler for this optimization process. This monitoring requires a fast, resourceful way of probing the network and the user’s location,
e.g., a framework that allows for crowdsourcing performance measurements on mobile end-user devices.

There already exist projects that want to offer an easily accessible and flexible monitoring platform. For example, by regulation bodies like RTR\textsuperscript{1} or by the MONROE-project\textsuperscript{2}. However, they come with a few shortcomings. Either they lack the flexibility to implement a custom measurement method, or they lack a ready-to-go version with a quick setup. Furthermore, those platforms often lack a volume limit for repeated measurements. If the data traffic exceeds the data volume limit, the repeated measurements should stop. Therefore we take a step back and start with a closer look at the characterization of mobile broadband networks.

### A. Characterization in (e)MBB

In order to determine the QoS of a connection, four characteristics are vital \cite[p. 405]{7}: bandwidth, latency, jitter, and packet loss. However, not all of them are equally useful to the user. Indeed, users are hardly interested in jitter and packet loss. Moreover, quick and useful tools for latency measurement already exist (e.g., ping). However, considering the mobile broadband usage scenario, the essential characteristic is the digital bandwidth.

Unfortunately, applications still need a non-intrusive and quick way to actively measure the digital bandwidth. Non-intrusive means, the application injects no additional traffic or a small amount into the network. For example, traditional estimation tools like Ookla’s Speedtest \cite{8} can consume around 100 MB and more. In contrast, non-intrusive techniques inject only a small fraction of it (less than 1 MB).

Various metrics are associated with the term bandwidth. Available bandwidth (ABW) is one of them and “the ideal choice to characterize the network path” \cite{9}. It is the unused bandwidth available on the tight link after subtracting the cross-traffic from the capacity \cite{10}.

However, current tools to assess the bandwidth are often slow, intrusive, or inaccurate when deployed in mobile networks. Furthermore, they often require system access in order to execute them on the command line. The next subsection gives an overview of currently available tools to measure the ABW.

### B. Available Measurement Tools

The Google Play Store and Apple App Store list dozens of apps to measure the ABW. The most downloaded Android application (more than 100,000,000) is Speedtest by Ookla \cite{8}. It measures, among other characteristics, the ABW and latency. However, its downlink and uplink measurements consume dozens of MB and take at least 10 seconds each.

<table>
<thead>
<tr>
<th>Name of App</th>
<th>ABW</th>
<th>Latency</th>
<th>Downlink Test Duration</th>
<th>Open-Source</th>
</tr>
</thead>
<tbody>
<tr>
<td>Speedtest (by Ookla)\textsuperscript{3}</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td></td>
</tr>
<tr>
<td>RTR NetTest (oKMBT)\textsuperscript{4}</td>
<td>✓</td>
<td>✓</td>
<td>Avg.</td>
<td>✓</td>
</tr>
<tr>
<td>Speedcheck (by Etrality)\textsuperscript{5}</td>
<td>✓</td>
<td>✓</td>
<td>Avg.</td>
<td>✓</td>
</tr>
<tr>
<td>Meteor (by OpenSignal)\textsuperscript{6}</td>
<td>✓</td>
<td>✓</td>
<td>Long</td>
<td></td>
</tr>
<tr>
<td>NDT Test (by M-Lab)\textsuperscript{7}</td>
<td>✓</td>
<td>✓</td>
<td>Long</td>
<td></td>
</tr>
<tr>
<td>fast.com (by Netflix)\textsuperscript{8}</td>
<td>✓</td>
<td>✓</td>
<td>Long</td>
<td></td>
</tr>
<tr>
<td>iperf3\textsuperscript{9}</td>
<td>✓</td>
<td>✓</td>
<td>Long</td>
<td></td>
</tr>
</tbody>
</table>

TABLE I: State of the art applications

As Table I shows, this trend manifests itself in all popular tools available for download. They take at least five seconds where “Avg.” represents a measurement duration between 5.00 sec - 9.99 sec, and “Long” indicates a duration equal or longer than 10 sec. Furthermore, those tools inject a considerable amount of data into the network during each measurement. Moreover, developers will have a hard time to extend the mentioned tools with their custom measurement method.

In summary, the long duration and data-hungry behavior makes these tools unsuitable for quick and non-intrusive measurements. Therefore, researchers already started decades ago with the development of lightweight methods to estimate the ABW.

### C. Estimation Methods

Methods estimating the ABW should be accurate, non-intrusive, quick, and representative for the service quality. Table II presents an excerpt of methods to estimate the ABW. Numerous of them have been developed with focus on wired networks or WiFi. However, mobile networks differ from wired networks or WiFi in several aspects. For example, in mobile networks, IP packets often arrive in bursts \cite{11}.

<table>
<thead>
<tr>
<th>Name of the Method</th>
<th>Quick</th>
<th>Non-Intrusive</th>
<th>Open-Source</th>
<th>Mobile</th>
</tr>
</thead>
<tbody>
<tr>
<td>pathchirp \cite{12}</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Wbest \cite{13}</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>NexFit \cite{14}</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>PathQuick3 \cite{15}</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>CRUSP \cite{6}</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
</tbody>
</table>

TABLE II: Methods to estimate the ABW

\textsuperscript{1}https://www.rtr.at/en  
\textsuperscript{2}https://github.com/MONROE-PROJECT

\textsuperscript{3}http://www.speedtest.net  
\textsuperscript{4}https://www.netztest.at/en/Test  
\textsuperscript{5}https://www.speedcheck.org  
\textsuperscript{6}https://meteor.opensignal.com  
\textsuperscript{7}https://www.measurementlab.net/tests/ndt  
\textsuperscript{8}https://fast.com/  
\textsuperscript{9}https://github.com/esnet/iperf
Traditional methods such as patchchirp [12] or Wbest [13] are not sufficiently accurate in mobile networks. Unfortunately, methods developed explicitly for mobile networks such as NextFit [14] and PathQuick3 [15] also produce errors of around ten percent. The best results, while still being quick and non-intrusive, delivers CRUSP. Therefore, we picked CRUSP for implementation.

In short, CRUSP sends UDP datagrams at a constant rate from a server to a client. Due to the nature of mobile networks, these datagrams arrive in bursts. CRUSP detects these bursts and calculates the ABW for each one by dividing its accumulated data volume by its elapsed time. In the end, CRUSP builds the average ABW over all bursts. Raida et al. [6] provides a detailed description of the calculation in their work.

However, the platform to be developed should also offer easy expandability for other methods. The next section will present the architecture providing a flexible platform.

III. Open Monitoring Platform for Mobile Broadband

At the beginning of a software project, the developers collect all relevant requirements from the stakeholders. These requirements provide a solid overview of the capabilities of the software product.

A. Requirements

A suitable tool to describe functional requirements are user stories. In short, a user story focuses on why and how the user interacts with the software [16]. The following ten summarize the scope of the project.

A user wants to...
1) start a measurement on a user equipment (UE).
2) see previous measurement results on a UE.
3) measure on a UE continuously in a predefined interval.
4) see the measurement in the foreground of the UE.
5) set a data volume limit for continuous measurements, and if the limit is exceeded, the measurements stop.

An engineer wants to...
6) change settings on a UE.
7) change and provide default settings in the backend to create customized experiments.

An analyst wants to...
8) store each measurement permanently on the server.
9) filter and sort the results by its properties.
10) export selected measurements to process them further.

Functional requirements express the behavior of the software product. In contrast, non-functional (or non-behavioral) requirements define software quality attributes. The following list presents an overview of the gathered non-functional requirements.

1) Scalability: The architecture should be scalable to serve a growing number of users.
2) Performance: No user should wait longer than one second for a measurement request.
3) Performance: No analyst should wait longer than one second for a filtering or sorting request to the database.
4) Performance: A user should be able to perform measurements with data rates up to 1 GB/s.
5) Open-Source: The software project should be free to access.
6) Privacy: The software project needs to be compatible with the General Data Protection Regulation.
7) Expandability: Well-defined interfaces should provide easy expandability for further measurement methods.

B. Technologies and Architecture

The software framework builds on a microservices architecture in the backend for flexibility, scalability, and maintainability. Thereby, the microservices architectural style is “an approach to developing a single application as a suite of small
performing measurements. It uses Facebook’s React\textsuperscript{15} framework tool allows access, filtering, sorting, and downloading of client via the Native Development Kit (NDK). In contrast, the measurement application runs on Android and integrates a Rust language runtime. This language combines memory safety with similar speed as C++ in order to overcome Java’s accuracy problems when time-stamping in the nanoseconds range.

Finally, the frontend of the platform in purple consists of a measurement application and an analysis tool. The measurement application runs on Android and integrates a Rust client via the Native Development Kit (NDK). In contrast, the analysis tool allows access, filtering, sorting, and download of performed measurements. It uses Facebook’s React\textsuperscript{15} framework for easy access to the results via a browser.

The open-source project is hosted at gitlab.com\textsuperscript{16}. In order to add a new measurement method, simply implement the method and run it in a docker container. After registering at the Discovery Service and adding the routes to the Gateway Service, the measurement service is ready to go.

IV. EVALUATION

In order to show the accuracy of the developed platform, we conducted a series of measurements using the CRUSP module with the platform. For reproducibility, they took place in a shielded reference cell with a constant cell load. In there, we could adjust the attenuation level freely.

A. Test Setup

In short, the setup consisted of a server in the university network, a reference cell, and an anechoic chamber. Figure 2 depicts all vital components of the setup. In the experiment, we examined the accuracy of the platform in an LTE network. Therefore, a CRUSP configuration with a data volume of 0.93MB and a packet size of 1kB per estimation was deployed. The calculation for the data rate divides two datagrams into different bursts if their timestamp has a time gap $\Delta_{\text{min}}$ larger of 500 ms. Furthermore, the platform logs the RSRP-value for each measurement in order to compare the results based on their signal strength. Thereby, RSRP stands for Reference Signal Received Power and represents the strength of the LTE signal. Additionally, we took reference measurements with the well-known tool iPerf\textsuperscript{3} \textsuperscript{18}.

B. Test Procedure

This experiment went through the following steps:

1) SET the CRUSP configuration in the Android App
2) SET the attenuation level at the base station to $\leq 52$dB
3) WHILE the attenuation level is $\leq 78$dB
   a) PERFORM one iPerf3 measurement for 10 seconds
   b) PERFORM ten CRUSP measurements with the Android App
   c) INCREASE the attenuation level by 2dB

C. Results

As Figure 3(a) visualizes, the estimations of the platform with the CRUSP module are similar to the iPerf3 reference measurements. Figure 3(b) shows a mean error of 2.44% to the iPerf3 results. Moreover, the error appears to be independent of the RSRP. However, the measurement platform seems to underestimate at low RSRP-values ($\text{RSRP} < -108\text{dBm}$) slightly.

The platforms CRUSP estimations achieve similar results compared to the 10-second iPerf3 measurements in an LTE network. This result coincides with the experiments on CRUSP by Raida et al. \textsuperscript{19}.

D. Limitations and Future Work

Despite finding a suitable method to determine the ABW, this work has some limitations. Indeed, we verified the accuracy in an LTE network. However, the platform lacks the evaluation in a 5G network. Future work could take the developed platform and test it for its accuracy in UMTS and
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Fig. 2: Network setup
Therefore proper load tests are needed to verify the scalability of eMBB networks. Further research is needed for validation of CRUSP estimations to iPerf3 reference measurement for each RSRP-value.

Additionally, this system can act as a data-gathering tool. Therefore proper load tests are needed to verify the scalability of the platform.

V. CONCLUSION

At first, we analyzed the state of the art in the characterization of mobile communication networks and identified CRUSP as quick, non-intrusive, and accurate method for ABW estimation. Next, we developed a platform for fair benchmarking of eMBB mobile communication networks based on CRUSP. In the backend, we created a scalable system that uses a microservices architecture that is flexible enough to develop and integrate new measurement methods easily. This system can persist, filter, sort, and export the performed measurements via an analysis tool. The Android application creates the measurements in a fraction of a second by pressing a button.

The evaluation in terms of accuracy took place in a configurable and shielded reference cell. Thereby, repeated measurements of the ABW led to an average error of 2.44% to the well-known reference tool iPerf3 in a standard LTE cell. Compared to traditional tools, this is an excellent result considering that only a fraction of the time (around 150 ms) and data (930 kB) was used.
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